# 概述

参考：

SHUTDOWN过程：<http://mysql.taobao.org/monthly/2017/08/09/>

InnoDB 异步IO工作流程：<http://mysql.taobao.org/monthly/2017/07/10/>

代码路径：https://github.com/mysql

入口函数：mysql-server-8.0/sql/mysqld.cc::mysqld\_main

## 初始化内容

**参数配置解析：**

分别从/etc/my.conf, /etc/mysql/my.conf, SYSCONFDIR/my.cnf, "$MYSQL\_HOME"/my.conf, defaults-extra-file, ~/my.conf, DATADIR/mysqld-auto.cnf，命令行加载配置文件中的配置项。

SYSCONFDIR/my.cnf是在编译时指定的路径，DATADIR是指定的数据目录，如果不指定特定的配置的，将按照上面逐步查找配置。

**performance schema interface（PSI）初始化**：

PSI主要用于监控/诊断MySQL服务运行状态，可以阅读官方文档：https://dev.mysql.com/doc/refman/8.0/en/performance-schema.html 和（PFS）

**初始化初始化定时器timer；**

**时间相关的基础的锁结构；**

**资源池，通知消息等初始化；**

**字符集/collation**

**元数据**

**系统库表，information\_schema**

**DDL/DQL/DML/ACL支持的命令**

**plugin，存储引擎**

**binlog**

**优化器optimizer代价**

**恢复持久化中的事务数据，**

**ACL相关的初始化，授权相关的初始化**

**SSL**

**信号处理**

**审计**

**相关初始化**

**各类管理器**

**MySQL中的线程**

## 线程

MySQL中主要会启动以下线程处理各种任务：

连接监听主线程，用于监听处理客户端的连接请求，然后将连接请求分发到单独的线程，并处理该连接上的所有请求；

处理线程，是一个线程池；

slave/relay线程，连接到主服务的线程，并且从主服务器中读取binlog更新，在本机上应用更新；

信号处理线程，用来处理信号，具体的信号包括了：SIGTERM, SIGQUIT, SIGHUP, SIGUSR1 and SIGUSR2

event\_scheduler\_thread，事件调度线程，用来调度执行每个表上定义事件，即Event。

compress\_gtid\_table\_thread，开启一个线程用来压缩GTID\_Table，具体的压缩逻辑在mysql-server-8.0/sql/http://rpl\_gtid\_persist.cc中，估计后续会进一步阅读。

helper\_thread，辅助线程来分发计时器timer到期通知消息，具体逻辑在timer\_notify\_thread\_func。

admin\_socket\_thread，如果开启了该线程，并且以端口监听，则可以用handle\_admin\_socket处理请求的逻辑，具体的连接也会用一个新的线程处理。

## mysqld\_safe

参考：

mysqld\_safe代码考古：<http://mysql.taobao.org/monthly/2022/04/03/>

# 函数调用栈

substitute\_progpath：将命令行的程序名替换成全路径的程序名，可能是“全路径”，home路径解释，环境变量PATH解释。

sysd::notify\_connect：在环境变量（“NOTIFY\_SOCKET“）中查找socket的文件名，如果存在的话则连接该Socket

sysd::notify:向Notify Socket发送正在启动的消息。

my\_init：初始化my\_sys函数，资源和变量

my\_thread\_global\_init：初始化线程的环境（初始化一堆资源锁）

PSI\_mutex\_key 结构

my\_thread\_init：申请mysys线程的内存，主要用于debug

load\_defaults -> my\_load\_defaults：从配置文件中读取配置项

init\_default\_directories：获取配置的目录

my\_search\_option\_files：处理在缺省目录下的配置文件，即上一步结果

get\_defaults\_options：从命令行中获取配置选项；

init\_variable\_default\_paths：初始化配置文件的作用域（enum\_variable\_source）

search\_default\_file：如果是绝对路径，直接读取；

search\_default\_file\_with\_ext：从输入配置的文件中读取；

my\_default\_get\_login\_file:从login集群中读取配置。

my\_search\_option\_files

set\_args\_separator：分隔符

persisted\_variables\_cache：持久化的参数配置缓存，采用JSON进行存储，

Init：初始化，从命令行或者是环境变量“MYSQL\_DATADIR“中获取文件

my\_handle\_options：主要处理参数的逻辑。

load\_persist\_file：加载持久化文件的配置，并且转成JSON格式，分析出K/V结构；

append\_read\_only\_variables：将上一步分解出的只读配置参数追加到命令行参数中。

init\_variable\_default\_paths：初始化配置文件的作用域（enum\_variable\_source）

init\_pfs\_instrument\_array: PSI: performance schema interface; PFS:performance storage

handle\_early\_options:处理早期的选项，包括：performance schema；与help或者启动相关的参数

sys\_var\_add\_options：增加系统参数；

增加命令行中的早期选项；

add\_terminator：增加终结。

handle\_options->my\_handle\_options：处理参数

init\_sql\_statement\_names: 初始化与sql语句相关的名字（com\_status\_vars），包括各种dml/ddl/acl/dql等

sys\_var\_init：初始化系统变量(mysql-server-8.0/sql/sys\_vars.cc中定义静态变量)

mysql\_add\_sys\_var\_chain

init\_error\_log:初始化错误日志

adjust\_related\_options：调整相关的参数，

adjust\_open\_files\_limit

adjust\_max\_connections

adjust\_table\_cache\_size

adjust\_table\_def\_size

initialize\_performance\_schema：初始化performance\_schema

pfs\_automated\_sizing：将ps相关的参数都置为0；

init\_timers：根据系统进行初始化performance\_schema的计数器，并且获得当前值；可以从performance\_timers表获取

my\_timer\_init

my\_timer\_cycles

my\_timer\_nanoseconds

my\_timer\_milliseconds

初始化histograms（表的统计量）的定时器，

init\_event\_name\_sizing：初始化全局表I/O，表锁/元数据等的事件

register\_global\_classes：初始化全局的仪表，包括类型有：表I/O，表锁，Idle类，元数据类，错误类，事物类。

接下来是申请一堆仪表的内存

并且从参数里头获取配置

init\_pfs\_plugin\_table：初始化pfs内置的table

PFS\_dynamic\_table\_shares::init\_mutex

init\_pfs\_plugin\_table

LO\_init：初始化Lock Order，主要用Lock Order Graph描述锁依赖关系：https://dev.mysql.com/doc/refman/8.0/en/lock-order-tool.html

//START与psi相关的服务

设置psi相关的服务：thread\_service，mutex\_service，rwlock\_service，cond\_service，file\_service，socket\_service，table\_service，mdl\_service，idle\_service，stage\_service，statement\_service，transaction\_service，memory\_service，error\_service，data\_lock\_service，system\_service

init\_server\_psi\_keys:注册psi key的函数，包括psi服务的mutex，rwlock，conds，threads，files，stage，socket；内存的key，sql语句的信息（init\_sql\_statement\_names中提到的），psi\_api，与store procedures相关的key，与调度（scheduler）相关的（主要是evengt），与client公用的key，vio的key（与通信相关的）

my\_thread\_global\_reinit：重新初始化一些比较开始与锁相关的，因为需要考虑一些仪表

// 与psi相关的服务 END

component\_infrastructure\_init

mysql\_services\_bootstrap：启动服务注册，动态加载器，和基础的服务

registry\_init：创建注册服务套件，内部的结构mysql\_registry

把加载器的实现写入到服务注册表

dynamic\_loader\_init：初始化动态加载器，其实就是初始化锁

dynamic\_loader\_scheme\_file\_init：初始化scheme文件

pfs\_init\_services: ps是performance storage

register\_pfs\_notification\_service

register\_pfs\_resource\_group\_service

Resource\_group\_mgr::init：初始化资源组管理器，

与资源相关的服务，包括： registry service，mysql\_service\_pfs\_resource\_group\_v3\_t,mysql\_service\_pfs\_notification\_v3\_t

注册线程创建/断开连接的回调

创建用户级/系统级的资源组对象

调用psi\_thread\_service相关函数：new\_thread，set\_thread\_os\_id，set\_thread

mysql\_audit\_initialize:初始化与audit相关的变量；

Srv\_session::module\_init：初始化srv\_session模块

query\_logger.init：查询日志初始化

init\_common\_variables：

init\_thread\_environment：初始化与线程相关的锁；

mysql\_init\_variables：初始化全局变量为缺省值

mysql\_bin\_log.set\_psi\_keys完成bin log的初始化，让仪表相关的对bin log可见

mysql\_bin\_log.init\_pthread\_objects：初始化bin log与线程相关的锁

get\_options，剩余的可选项，binlog，压缩算法，页的大小，线程缓存大小，back\_log

Connection\_handler\_manager::init,初始化连接池

Per\_thread\_connection\_handler::init，初始化Per\_thread\_connection\_handler，初始化锁

初始化mysql client的plugin

选字符集/collation

日志配置

创建数据目录

表的大小写等

my\_init\_signals：初始化信号处理

线程栈大小检查

Migrate\_keyring::init:初始化Migrate\_keyring（一种mysql数据搬运模式）相关的，如压缩方式，并且连接到数据源主机

Migrate\_keyring::execute

fetch\_and\_store\_keys

// 如果启动方式为Migrate\_keyring，则数据搬完后退出

set\_ports:确定tcp端口

init\_server\_components

mdl\_init：metadata locking subsystem元数据锁子系统，

MDL\_map::init， MDL\_key，一个重要的数据结构：元数据锁

partitioning\_init

table\_def\_init：表定义缓存（Table\_definition\_cache）

Table\_cache\_manager::init:表缓存初始化

Table\_cache::init

hostname\_cache\_init：初始化（client）主机名缓存，Host\_entry

my\_timer\_initialize：初始化内部组建，fd，

start\_helper\_thread：时间通知线程，timer\_notify\_thread\_func

init\_slave\_list：初始化从机列表

transaction\_cache\_init：初始化事务缓存的psi键

MDL\_context\_backup\_manager::init，MDL\_context\_backup\_manager

：维护XA事务中元数据锁

delegates\_init：初始化外部observer的委托，包括事务，bin log，服务状态，bin log传输，relay IO

与bin/relay log相关的初始化

process\_key\_caches：用ha\_init\_key\_cache函数初始化所有的key缓存

ha\_init\_errors：初始化错误信息

gtid\_server\_init：GTID server初始化

udf\_init\_globals：初始化udf结构体

init\_ssl：配置SSL包

ssl\_start：

SSL\_library\_init

OpenSSL\_add\_all\_algorithms

init\_ssl\_locks：初始化ssl锁，

init\_lock\_callback\_functions：锁回调函数

plugin\_register\_early\_plugins

plugin\_init\_internals：初始化内部plugin，资源/锁

plugin\_load\_list

plugin\_dl\_add

plugin\_add

plugin\_init\_initialize\_and\_reap:重试失败的plugin

plugin\_register\_builtin\_and\_init\_core\_se,初始化内置plugin，包含MyIsam，CSV，InnoDB

init\_sql\_command\_flags:初始化sql命令flag

dd::init：

cache::Shared\_dictionary\_cache::init，包括字符/collation，抽象表，事件，routine，schema，column，tablespace，资源组等字典初始化

System\_tables::instance()->add\_inert\_dd\_tables()

System\_views::instance()->init() 系统视图，主要是information\_schema下的

Dictionary\_impl::init

plugin\_register\_dynamic\_and\_init\_all，注册动态的plugin和初始化所有的plugin

确定线程池组织方式：SCHEDULER\_ONE\_THREAD\_PER\_CONNECTION/SCHEDULER\_NO\_THREADS

从5.7升级到8.0相关的处理

dd::performance\_schema::init\_pfs\_tables：处理好pfs相关的表

upgrade\_system\_schemas：升级系统库表

Resource\_group\_mgr::post\_init从磁盘读取资源组数据

handle\_options：处理剩余的参数可选项

ha\_init：初始化

query\_logger相关的处理

initialize\_storage\_engine：初始化缺省（或临时）的存储引擎

Recovered\_xa\_transactions::init：恢复XA事务初始化

Recovered\_xa\_transactions::recover\_prepared\_xa\_transactions恢复预处理的XA事务

init\_server\_auto\_options：初始化服务自动项，

MYSQL\_BIN\_LOG::open\_binlog，打开一个bin log文件，分析主备bin log，也会purge一些日志

init\_optimizer\_cost\_module：初始化优化器（应该是物理优化器）代价的模块

init\_cache\_tmp\_engine\_properties

Cache\_temp\_engine\_properties::init，临时的引擎特性，HEAP/TempTable/INNODB

ft\_init\_stopwords：停用词

init\_max\_user\_conn：client连接

Gtid\_state::init，将server\_uuid放至sid\_map中

MYSQL\_BIN\_LOG::init\_gtid\_sets，从gtid\_executed表和binlog文件中初始化GLOBAL.GTID\_EXECUTED 和 GLOBAL.GTID\_PURGED 的值，分别应该是已经执行的GTID和回收的GTID

init\_ssl\_communication：

set\_fips\_mode：设置openssl包的fips

SslAcceptorContext::singleton\_init，初始化ssl接收器

do\_auto\_cert\_generation，生成证书

init\_rsa\_keys，从磁盘中加载RSA键值对，sha256

network\_init，初始化服务的listener，三种，Mysqld\_socket\_listener/Named\_pipe\_listener/Shared\_mem\_listener，后两者仅在windows下会启动

Connection\_acceptor::init\_connection\_acceptor

Mysqld\_socket\_listener::setup\_listener，如果是Mysqld\_socket\_listener，并且需要开通管理员socket

spawn\_admin\_thread，启动admin的listener线程。

admin\_socket\_thread

handle\_admin\_socket,开始监听管理请求

create\_pid\_file，创建pid文件

reload\_optimizer\_cost\_constants，重新加载优化器的计算成本常量

Cost\_constant\_cache::reload

mysql\_component\_infrastructure\_init，通过初始化动态加载器来初始化mysql服务组建

persistent\_dynamic\_loader\_init，恢复持久化文件中的数据

mysql\_persistent\_dynamic\_loader\_imp::init

open\_component\_table

读取组件table中的数据

mysql\_dynamic\_loader\_imp::load

dd::sdi\_file::load

trans\_rollback\_stmt：回滚单语句的事务

ha\_rollback\_trans

trans\_rollback：回滚当前的事务

server\_component\_init，除第一个函数外，其他均为dummy空函数，

mysql\_comp\_sys\_var\_services\_init

mysql\_string\_services\_init();

mysql\_comp\_status\_var\_services\_init();

mysql\_comp\_system\_variable\_source\_init();

mysql\_backup\_lock\_service\_init();

clone\_protocol\_service\_init();

page\_track\_service\_init();

mysql\_security\_context\_init();

mysql\_server\_ongoing\_transactions\_query\_init();

host\_application\_signal\_imp\_init();

mysql\_audit\_api\_service\_init();

mysql\_current\_thread\_reader\_imp\_init();

mysql\_keyring\_iterator\_service\_init();

mysql\_comp\_udf\_extension\_init();

mysql\_connection\_attributes\_iterator\_imp\_init();

trans\_commit\_stmt，提交语句事务

trans\_commit，提交当前事务

mysql\_rm\_tmp\_tables，删除之前服务遗留的临时文件

acl\_init

init\_acl\_cache

check\_engine\_type\_for\_acl\_table，

check\_acl\_tables\_intact

notify\_flush\_event

init\_acl\_memory，出事acl的内存

my\_tz\_init：初始化时区

open\_trans\_system\_tables\_for\_read

open\_tables

open\_tables\_check\_upgradable\_mdl

find\_table\_for\_mdl\_upgrade

lock\_table\_names

lock\_tables

mysql\_lock\_tables

lock\_tables\_check

get\_lock\_data：获得表的锁结构

check\_lock\_and\_start\_stmt

闰秒相关的初始化逻辑

grant\_init：

grant\_reload：加载授权

open\_and\_lock\_tables

grant\_load：从授权表中加载表/列的权限检查信息

grant\_reload\_procs\_priv：从procs\_priv表中读取权限信息

commit\_and\_close\_mysql\_tables：

dynamic\_privilege\_init：

mysql\_plugin\_registry\_acquire

初始化管理相关的权限

servers\_init：从mysql库中初始化结构数据

servers\_reload:初始化mysql.servers表的数据

udf\_read\_functions\_table：从mysql.func中加载数据

init\_status\_vars：

init\_slave：初始化slave线程，并开启

Rpl\_info\_factory::create\_slave\_info\_objects

start\_slave\_threads,对多个channel开启

start\_slave\_thread：：handle\_slave\_sql处理relay日志

initialize\_performance\_schema\_acl

ACL\_internal\_schema\_registry::register\_schema

Events::init：初始化event结构

load\_events\_from\_db

Event\_scheduler::start

pre\_init\_event\_thread

event\_scheduler\_thread

start\_signal\_handler,启动单独的线程signal\_hand来处理信号，如SIGTERM, SIGQUIT, SIGHUP, SIGUSR1 and SIGUSR2

process\_bootstrap：

server\_components\_initialized

run\_bootstrap\_thread：启动单独处理init\_file 中的sql语句

handle\_bootstrap

handle\_bootstrap\_impl

process\_iterator

dd::init

mysql\_audit\_notify：

mysql\_audit\_acquire\_plugins，获取plugins

event\_class\_dispatch

plugins\_dispatch,通过调用plugin的event\_notify函数分发时间

start\_handle\_manager，开启handler管理线程

handle\_manager，线程函数，监听COND\_manager信号等

create\_compress\_gtid\_table\_thread，开启一个线程调用以下函数

compress\_gtid\_table，根据压缩COND\_compress\_gtid\_table信号对gtid\_executed表进行压缩

Gtid\_state::compress

Gtid\_table\_persistor::compress，更多详细的逻辑在mysql-server-8.0/sql/rpl\_gtid\_persist.cc中

Connection\_acceptor::connection\_event\_loop：开启监听服务。 window会进入setup\_conn\_event\_handler\_threads函数，并启动三个单独线程处理不同的连接方式，即Mysqld\_socket\_listener/Named\_pipe\_listener/Shared\_mem\_listener

// 以下为结束阶段的代码

待收到结束信号后，

terminate\_compress\_gtid\_table\_thread，终止compress\_gtid\_table\_thread

save\_gtids\_of\_last\_binlog\_into\_table，保存gtid的最新值到表中

发送信号给监听线程

close\_connections：关闭连接，SIGQUIT信号

Per\_thread\_connection\_handler::kill\_blocked\_pthreads

Mysqld\_socket\_listener/Shared\_mem\_listener/Named\_pipe\_listener::close\_listener

mysql\_socket\_shutdown

mysql\_socket\_close

Connection\_acceptor::close\_listener

Events::stop，停止Event调度器

Set\_kill\_conn,对连接设置KILL\_CONNECTION flag

Events::deinit，清理调度器的资源，

关闭所有连接，Call\_close\_conn::close\_connection

Connection\_handler\_manager::wait\_till\_no\_connection，等待所有连接结束

delete\_slave\_info\_objects，释放slave线程占用的资源

终止仪表线程

# 总体流程

## 概述

MySQL 的启动流程主要包括以下几个步骤：

1. 读取配置文件：MySQL启动时会读取配置文件（通常是my.cnf），该文件包含了MySQL的配置参数和选项。MySQL根据配置文件中的设置进行初始化和运行时的参数配置。

2. 启动服务进程：MySQL会创建一个服务进程，通常是mysqld进程。该进程是MySQL数据库的核心进程，负责处理客户端连接、执行查询语句、管理数据等。

3. 初始化内存和数据结构：mysqld进程在启动时会进行内存和数据结构的初始化工作。它会分配内存来存储数据缓冲区、连接信息、查询缓存、索引结构等。此外，还会加载并解析数据字典、系统表等数据库元数据。

4. 启动插件和存储引擎：MySQL可以加载和启动不同的插件和存储引擎，以扩展功能和支持不同的数据存储引擎。在启动过程中，MySQL会加载和初始化配置文件中指定的插件和存储引擎，以便后续的数据操作和查询。

5. 建立网络连接：MySQL会监听指定的网络端口，以便接收客户端的连接请求。它会建立与客户端的网络连接，并等待客户端发送查询请求。

6. 处理客户端请求：当客户端发送查询请求时，MySQL会接收并处理这些请求。它会解析查询语句，执行相应的操作，如查询、更新、插入、删除等。MySQL使用查询优化器来选择最优的执行计划，并利用存储引擎来访问和操作实际的数据。

7. 提供结果和关闭连接：MySQL在执行查询后，会将结果返回给客户端，并关闭与客户端的连接。如果客户端还有其他请求，MySQL将继续处理这些请求，直到客户端断开连接或服务器关闭。

需要注意的是，以上是一个简化的描述，MySQL的启动流程涉及到更多细节和步骤。具体的启动流程可能会受到操作系统、MySQL 版本和配置参数的影响。不同的启动选项和参数可以影响 MySQL 的行为和性能，因此在启动 MySQL 时，配置文件的设置和选项选择非常重要。

主要代码在sql/mysqld.cc中，精简后的代码如下：

int main(int argc, char \*\*argv) //标准入口函数

MY\_INIT(argv[0]); //调用mysys/My\_init.c->my\_init()，初始化mysql内部的系统库

logger.init\_base(); //初始化日志功能

init\_common\_variables(MYSQL\_CONFIG\_NAME,argc, argv, load\_default\_groups)

//调用load\_defaults(conf\_file\_name, groups, &argc, &argv)，读取配置信息

user\_info= check\_user(mysqld\_user);//检测启动时的用户选项

set\_user(mysqld\_user, user\_info);//设置以该用户运行

init\_server\_components();//初始化内部的一些组件，如table\_cache, query\_cache等

network\_init();//初始化网络模块，创建socket监听

start\_signal\_handler();//创建pid文件

mysql\_rm\_tmp\_tables() || acl\_init(opt\_noacl)//删除tmp\_table并初始化数据库级别的权限。

init\_status\_vars(); // 初始化mysql中的status变量

start\_handle\_manager();//创建manager线程

handle\_connections\_sockets();//主要处理函数，处理新的连接并创建新的线程处理之

## 读取配置文件

参考：

参数解析流程：<http://mysql.taobao.org/monthly/2021/08/04/>

## 启动服务进程

## 初始化内存和数据结构

## 启动插件和存储引擎

## 建立网络连接

在mysqld.cc/main函数中调用，通过独立的线程实现。

具体调用关系如下：

mysqld\_main

-> check\_and\_spawn\_admin\_connection\_handler\_thread

-> spawn\_admin\_thread

-> admin\_socket\_thread

-> handle\_admin\_socket

-> select

-> accept\_connection

-> Connection\_handler\_manager::process\_new\_connection

-> Per\_thread\_connection\_handler::add\_connection

-> handle\_connection

-> do\_command

### handle\_admin\_socket

主要代码在sql/mysqld.cc中，精简后的代码如下：

THD \*thd;

FD\_SET(ip\_sock,&clientFDs); //客户端socket

while (!abort\_loop)

readFDs=clientFDs;

if (select((int) max\_used\_connection,&readFDs,0,0,0) error && net->vio != 0 &&!(thd->killed == THD::KILL\_CONNECTION))

{

if(do\_command(thd)) //处理客户端发出的命令

break;

}

end\_connection(thd);

}

#### Select

#### accept\_connection

#### Connection\_handler\_manager::process\_new\_connection

##### Per\_thread\_connection\_handler::add\_connection

基本逻辑如下：

thread\_count++;//增加当前连接的线程

thread\_scheduler.add\_connection(thd);

for (;;) {

lex\_start(thd);

login\_connection(thd); // 认证

prepare\_new\_connection\_state(thd); //初始化thd描述符

while(!net->error && net->vio != 0 &&!(thd->killed == THD::KILL\_CONNECTION))

{

if(do\_command(thd)) //处理客户端发出的命令

break;

}

end\_connection(thd);

}

###### handle\_connection

###### do\_command

## 处理客户端请求

### do\_command

do\_command在sql/sql\_parse.cc中：读取客户端传递的命令并分发。

注：do\_command被do\_handle\_one\_connection()调用（基于MySQL5.6），如果线程池中没有可用的缓存线程，则会通过本方法创建线程来处理用户请求。

新版本中，do\_command被handle\_connection()调用（sql/conn\_handler/Connection\_handler\_per\_thread.cc），这个handler\_connection接口被类Per\_thread\_connection\_handler函数add\_connection调用，处理请求的主要实现接口。

1. 循环调用do\_command，从socket中读取网络包，并且解析执行；

2、当远程客户端发送关闭连接COMMAND（比如COM\_QUIT，COM\_SHUTDOWN）时，退出循环；

3、调用close\_connection关闭连接（thd->disconnect()）；

4、根据返回结果，确定退出工作线程还是继续循环执行命令。

do\_command基本流程：

NET \*net= &thd->net;

packet\_length= my\_net\_read(net);

packet= (char\*) net->read\_pos;

command= (enum enum\_server\_command) (uchar) packet[0];

//从net结构中获取命令

dispatch\_command(command, thd, packet+1, (uint) (packet\_length-1));

//分发命令

#### my\_net\_read

#### dispatch\_command

在dispatch\_command函数中，根据命令的类型（用户请求信息的第一个字段表示该请求类型）进行分发。

基本流程：

1、先执行以下逻辑：

更新performance schema接口指标；

检查当前时间，如果超过了2038年，则停止该MySQL服务；

如果请求协议类型是PROTOCOL\_PLUGIN，但该命令不允许PROTOCOL\_PLUGIN，那么将断开该连接；

检查密码是否过期；

将该命令通知到相关的审计中audit；

String::shrink: Reclaim some memory

dispatch\_command

performance(schema) counter and profile

if past 2038, kill mysql server

如果请求协议类型是PROTOCOL\_PLUGIN，但该命令不允许PROTOCOL\_PLUGIN，那么将断开该连接

Enforce password expiration

mysql\_audit\_notify

mysql\_audit\_acquire\_plugins

check\_audit\_mask

acquire\_lookup\_mask，

acquire\_plugins：Acquire and lock any additional audit plugins, whose subscription mask overlaps with the lookup\_mask.

add\_audit\_mask

event\_class\_dispatch\_error

event\_class\_dispatch

plugins\_dispatch

st\_mysql\_audit::event\_notify

dispatch (switch ... case...):

2、最后遍进入dispatch，即执行switch ... case ... 这里列举了以下命令，我把这些命令分成三类：功能类、数据操作类、未实现。

thd->command=command;

switch(command) {

case COM\_INIT\_DB: ...;

case COM\_TABLE\_DUMP: ...;

case COM\_CHANGE\_USER: ...;

….

case COM\_QUERY: //如果是查询语句

{

alloc\_query(thd, packet, packet\_length)

//从网络数据包中读取Query并存入thd->query，即thd->set\_query(query, packet\_length);

mysql\_parse(thd, thd->query(), thd->query\_length(), &end\_of\_stmt);

// 解析查询语句

….

}

具体：

功能类：COM\_INIT\_DB，COM\_REGISTER\_SLAVE，COM\_RESET\_CONNECTION，COM\_CLONE，COM\_CHANGE\_USER，COM\_QUIT，COM\_BINLOG\_DUMP\_GTID，COM\_BINLOG\_DUMP，COM\_REFRESH，COM\_STATISTICS，COM\_PING，COM\_PROCESS\_INFO，COM\_SET\_OPTION，COM\_DEBUG，COM\_PROCESS\_KILL

数据操作类：COM\_STMT\_EXECUTE，COM\_STMT\_FETCH，COM\_STMT\_SEND\_LONG\_DATA，COM\_STMT\_PREPARE，COM\_STMT\_CLOSE，COM\_STMT\_RESET，COM\_QUERY，COM\_FIELD\_LIST

未实现：COM\_SLEEP，COM\_CONNECT，COM\_TIME，COM\_DELAYED\_INSERT，COM\_END

**1、COM\_INIT\_DB**

初始化当前连接的缺省数据库schema，即 `use XXX`命令。具体流程如下：

当新的schema name不合法时，返回失败，但当force\_switch打开时，将会switch到NULL\_CSTR中；

在合法情况下，做权限检查，是否有该schema的权限，如果没有也将返回错误；

获取该schema的charset和collation；

最后切到新schema中，在THD中修改，更新安全信息等；

1) mysql\_change\_db\_impl, switch to null-database; when db\_name is null/empty, and force\_switch is true;

2) is\_infoschema\_db && mysql\_change\_db\_impl, switch to INFORMATION SCHEMA

3) check\_and\_convert\_db\_name -> check\_table\_name, if error, mysql\_change\_db\_impl to NULL\_CSTR

4) ACL check: Security\_context::check\_access -> Security\_context::is\_access\_restricted\_on\_db -> Security\_context::filter\_access

acl\_get-> look up in cache, -> check access right for database and user: mysqld\_partial\_revokes -> save in cache.

master\_access, global privileges

check\_grant\_db: -> for each role, Security\_context::db\_acl(database check); has\_any\_table\_acl; has\_any\_routine\_acl (table check); column check; check\_grant\_db\_routine;

witch to null-database;

5) get\_default\_db\_collation

6) mysql\_change\_db\_impl, switch to new database

change new database in THD;

update security context;

Update db-charset environment variables

**2、COM\_REGISTER\_SLAVE**

在master节点上注册一个slave，注册完之后主将发送binlog到slave节点上，主要有三个步骤：

检查权限，是否有REPL\_SLAVE\_ACL权限；

清理该server\_id已经注册的slave信息；

将新的slave加入到slave\_list中；

1) check\_access(REPL\_SLAVE\_ACL)

2）clean old register: unregister\_slave

3) register struct SLAVE\_INFO

**3、COM\_RESET\_CONNECTION**

重置当前连接，不会重新创建连接和授权。

将状态变量复制到全局系统变量中；

重置系统的变量；

初始化当前连接对象THD，THD::init；

清空告警信息和profile information；

1) copy status\_var to global\_status\_var;

2) reset\_system\_status\_vars

3) THD::init

4) THD::cleanup: MDL\_context\_backup\_manager::create\_backup; transaction\_cache\_detach{create\_and\_insert\_new\_transaction}; trans\_rollback; transaction\_cache\_delete；mysql\_ha\_cleanup[clean up handler's table]; mysql\_ull\_cleanup[user level lock]; release\_all\_locking\_service\_locks; release\_backup\_lock; close\_temporary\_tables; sp\_cache\_clear{proc and func}

**4、COM\_CLONE**

SQLCOM\_CLONE命令，克隆远程的plugin到本地，并且保证一致性。

构造出Sql\_cmd\_clone对象；

通过plugin\_clone\_init初始化；

mysql\_declare\_plugin中的clone\_descriptor设置的Mysql\_clone对象调用plugin\_clone\_remote\_client发起远端clone请求；

1) Security\_context::has\_global\_grant, whether user has dynamic privileges(defined at runtime, https://dev.mysql.com/doc/refman/8.0/en/privileges-provided.html), User\_to\_dynamic\_privileges\_map

2) clone\_plugin\_lock,

will clone at the end.

3) send response,

4) Sql\_cmd\_clone::execute\_server,

Clone\_handler::clone\_remote\_server -> Mysql\_clone::clone\_server -> plugin\_clone\_remote\_client

match\_valid\_donor\_address -> scan\_donor\_list to validate whether valid (config clone\_valid\_donor\_list variable)

mysql\_clone\_start\_statement(sql/server\_component/clone\_protocol\_service.cc)

Client::clone -> Client::connect\_remote

clone\_client new thread.

error handling

**5、COM\_CHANGE\_USER**

修改当前连接的用户，并且重置连接。

清空当前连接，同COM\_RESET\_CONNECTION；

保存旧的user\_conn结构，用于失败恢复；

对新用户进行授权；

解析请求包；

进行验证；

更新thd信息；

保存用户连接信息；

证书验证；

检查密码是否到期；

检查当前用户超过最大连接数，如果超过则不允许修改；

修改当前schema的属性；

通知事件；

如果失败，将旧连接恢复；

1) THD::cleanup\_connection，同COM\_RESET\_CONNECTION

2)保存旧 struct user\_conn;

3) acl\_authenticate, -> server\_mpvio\_initialize

parse\_com\_change\_user\_packet

copy data from mpvio

copy\_and\_convert，将username和db name转成utf8

find\_mpvio\_user，从user的db中查找acl用户信息；

将数据包保存到mpvio中

do\_auth\_once，重新进行认证

server\_mpvio\_update\_thd，认证成功，更新thd信息

check\_and\_update\_password\_lock\_state，更新密码/锁等信息，如有效期

assign\_priv\_user\_host，将用户名/客户主机存到Security\_context；

授权proxy user，activate\_all\_granted\_and\_mandatory\_roles（授权角色身份）

acl\_check\_ssl，前面校验通过，开始校验ssl，如X509，客户指定的证书

check\_password\_lifetime，检查密码是否到期，date\_add\_interval\_with\_warn

如果当前已经执行太多query了，则不允许修改用户，get\_or\_create\_user\_conn

检查是否已经超过用户的最大连接数

mysql\_change\_db，修改当前database和对应的属性（见COM\_INIT\_DB）

4)mysql\_audit\_notify, 触发该thd的audit通知事件，见上

5)错误处理并恢复旧连接或者清空旧连接（成功）

**6、COM\_QUIT**

清除数据，退出error = true退出循环；

**7、COM\_BINLOG\_DUMP\_GTID**

请求发送binlog数据流。会执行以下逻辑：

检查是否有REPL\_SLAVE\_ACL权限；

读取求情数据；

杀死可能存在的多个binlog dump线程，具体产生多个线程的原因见下；

发送binlog数据。会做binlog初始化，然后发送binlog数据；

从unregister\_slave，从slave list中删除该从；

1) check\_global\_access，校验是否有REPL\_SLAVE\_ACL权限

2)读取请求数据，Gtid\_set::add\_gtid\_encoding，并填充gtid数据下表

3) kill\_zombie\_dump\_threads，杀死可能存在多个 binlog\_dump多余的线程(当从停掉，旧的binlog dump线程仍会执行，从重现连上时，会创建新的线程）；

4) mysql\_binlog\_send，发送请求gtid的binlog

Binlog\_sender::run

Binlog\_sender::init

Binlog\_sender::init\_heartbeat\_period

Binlog\_sender::check\_start\_file， check the start file and position is valid.

Binlog\_sender::init\_checksum\_alg

open bin log and send binlog

Binlog\_sender::send\_binlog

Binlog\_sender::get\_binlog\_end\_pos

Binlog\_sender::send\_events

Binlog\_sender::cleanup

5) unregister\_slave, 从slave list中删除

**8、COM\_BINLOG\_DUMP**

com\_binlog\_dump，同COM\_BINLOG\_DUMP\_GTID，除第二步不指定；

**9、COM\_REFRESH**

该操作已过时，调用 REFRESH或FLUSH statements。刷新缓存/权限GRANT，日志，表，连接主机信息，状态表，线程，从库等数据。在做这些之前，将会将gtid等落盘，并将事务回滚或者提交。这里涉及到2pc XA事务。

在这之后，将检查是否有RELOAD\_ACL的权限，之后遍进行加载数据。

combination REFRESH\_GRANT/REFRESH\_LOG/REFRESH\_TABLES/REFRESH\_HOSTS/REFRESH\_STATUS/REFRESH\_THREADS/REFRESH\_SLAVE/REFRESH\_MASTER

1) lex\_start

THD::init\_cost\_model->Cost\_model\_server::init， 初始化优化模型

LEX::new\_top\_level\_query, LEX::new\_query, 创建一个query expression对象(select\_lex\_unit)和query block object(select\_lex)

dd::info\_schema::Table\_statistics::invalidate\_cache, invalidate cache.

dd::info\_schema::Tablespace\_statistics::invalidate\_cache,

2) trans\_commit\_implicit，隐式地提交当前事务，但是不释放锁；

ha\_commit\_trans，

commit\_owned\_gtids，提交自身的事务

ending\_trans，检查事务是否可提交；

Gtid\_state::save

Gtid\_table\_persistor::save，写入到Gtid\_table中，

Gtid\_table\_access\_context::init,

System\_table\_access::open\_table，打开Gtid\_table；

Rpl\_info\_table\_access::before\_open, call lex\_start and mysql\_reset\_thd\_for\_next\_command

open\_n\_lock\_single\_table，打开并且锁定该文件

open\_and\_lock\_tables，常识打开文件，并且锁定文件，如果失败，则需要将已经开始的事务回滚，关闭打开的表（包括临时表），释放锁

如失败，则回滚事务，关闭表等资源

Gtid\_table\_persistor::write\_row，写入gtid信息，

Gtid\_table\_persistor::fill\_fields， SID/gno\_start/gno\_end

handler::ha\_write\_row，将gtid数据写入，

binlog\_log\_row

check\_table\_binlog\_row\_based，检查是否是基于行的binlog格式，如果需要，则声称binlog数据

add\_pke

generate\_mv\_hash\_pke，生成多个键值的hash值，

generate\_hash\_pke

generate\_hash\_pke，单个键值的hash值，

check\_foreign\_key，生成外键的hash值，会生成键名，每个字段对应的值；

Gtid\_table\_access\_context::deinit

System\_table\_access::close\_table，

ha\_rollback\_trans，如果失败，则回滚事务；

MYSQL\_BIN\_LOG::rollback，写入一个binlog的rollback行，

do\_binlog\_xa\_commit\_rollback，

ha\_rollback\_low，

write\_incident，如果中间出错

trans\_cannot\_safely\_rollback，

ha\_commit\_trans，如果成功，则提交事务；

commit\_owned\_gtids，

ha\_check\_and\_coalesce\_trx\_read\_only，

MYSQL\_BIN\_LOG::prepare，2pc开始，

ha\_prepare\_low

MYSQL\_BIN\_LOG::commit， 2pc commit，

binlog\_cache\_data::finalize

MYSQL\_BIN\_LOG::ordered\_commit

ha\_commit\_low

ha\_rollback\_low

close\_thread\_tables，关闭所有打开的表

mark\_temp\_tables\_as\_free\_for\_reuse

close\_thread\_table

mark\_used\_tables\_as\_free\_for\_reuse

mysql\_unlock\_tables，释放表的锁

close\_open\_tables

3) check\_global\_access， 检查是否有RELOAD\_ACL的权限；

4) handle\_reload\_request，重新加载权限/缓存的diff

reload\_acl\_caches，加载所有的权限到cache，

check\_engine\_type\_for\_acl\_table，

grant\_tables\_setup\_for\_open，列举表，

open\_and\_lock\_tables，打开上一步表，

check\_acl\_tables\_intact，

acl\_reload，

swap\_role\_cache

roles\_init，

roles\_graph\_init

default\_roles\_init

grant\_reload，表/列授权加载

5) close\_thread\_tables

6) MDL\_context::release\_transactional\_locks

release\_locks\_stored\_before，语句级别/事务级别的

7)返回处理结果

**10、COM\_STATISTICS**

获得内部统计的可读信息。

1) calc\_sum\_of\_all\_status

Global\_THD\_manager::do\_for\_all\_thd\_copy， copy all status of thd to global variable.

2)发送数据

**11、COM\_PING**

直接返回ok。

**12、COM\_PROCESS\_INFO**

获得进程处理信息。

1) check\_global\_access, 检验PROCESS\_ACL权限

2) mysqld\_list\_processes

THD::send\_result\_metadata

Protocol\_local::start\_result\_metadata -> Protocol\_local::start\_row

Protocol\_local::send\_field\_metadata

Protocol\_local::end\_result\_metadata -> Ed\_row

List\_process\_list, 收集所有进/线程信息

**13、COM\_SET\_OPTION**

设置当前连接的属性。

针对该客户连接设置的option

add\_client\_capability

remove\_client\_capability

**14、COM\_DEBUG**

在mysql服务上触发打印debug信息。包括了当前锁信息，表缓存信息，队列，等信息。

1) check\_global\_access, 检查是否有SUPER\_ACL权限；

2) mysql\_print\_status，打印状态，

thr\_print\_locks，写debug信息

print\_cached\_tables，

Table\_cache\_manager::print\_tables，打印所有表缓存实例，

process\_key\_caches， 打印key cache

print\_key\_cache\_status

calc\_sum\_of\_all\_status，

display\_table\_locks，打印锁信息，

Events::dump\_internal\_status，打印schedule和缓存队列的状态，

Event\_scheduler::dump\_internal\_status，

Event\_queue::dump\_internal\_status

3) Query\_logger::general\_log\_print，

mysql\_audit\_general\_log，调用GENERAL LOG 的审计类

Query\_logger::general\_log\_write

4) LO\_graph::dump\_txt，dump Lock order图到文本中

**15、COM\_PROCESS\_KILL**

终止一个连接。

sql\_kill:

kill\_one\_thread

get thd,

获取用户是否有要kill掉的thd权限，包括：SUPER\_ACL或是否有CONNECTION\_ADMIN权限或自己当前thd

THD::awake

shutdown\_clone\_vio，关闭vio

shutdown\_active\_vio, post\_kill\_notification

##### alloc\_query

##### mysql\_parse

mysql\_parse()是主要解析函数。

lex\_start(thd); //将thd->lex对象内容重新清理置为初始化状态

/\* lex：语法分析对象

注: thd是当前线程上下文信息类，后续与用户处理相关函数都会传入这个类，估计是c++没有像java的ThreadLocal那么方便的类，所以老是要这么麻烦地传来传去的。

\*/

//是否命中query cache，如有，则返回结果。如没有，则作如下动作

if(query\_cache\_send\_result\_to\_client(thd,rawbuf,length)<=0){

bool err = parse\_sql(thd,parser\_state,NULL); //解析sql

mysql\_execute\_command(thd); //执行

}

###### lex\_start

###### parse\_sql

MySQL解析过程如下：

![](data:image/png;base64,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)

mysql是使用了开始的bison（即yacc的开源版）作为sql语法解析器。

在lex词法解析阶段，会解析出select，from，where这几个token，接下来sql\_yacc.cc的MYSQLparse会根据上面的token解析出语法树，yacc是使用巴科斯范式(BNF)表达语法规则。

对于执行查询语句select \* from tb\_name where 1=0 and id=0，如下：

select\_from:

FROM join\_table\_list where\_clause group\_clause having\_clause

opt\_order\_clause opt\_limit\_clause procedure\_analyse\_clause

{

Select->context.table\_list=

Select->context.first\_name\_resolution\_table=

Select->table\_list.first;

}

| FROM DUAL\_SYM where\_clause opt\_limit\_clause

/\* oracle compatibility: oracle always requires FROM clause,

and DUAL is system table without fields.

Is "SELECT 1 FROM DUAL" any better than "SELECT 1" ?

Hmmm :) \*/

;

where\_clause:

/\* empty \*/ { Select->where= 0; }

| WHERE

{

Select->parsing\_place= IN\_WHERE;

}

expr

{

SELECT\_LEX \*select= Select;

select->where= $3;

select->parsing\_place= NO\_MATTER;

if ($3)

$3->top\_level\_item();

}

;

parse\_sql()方法执行完后,我们可以在gdb中查看语法树lex：

##查看select\_lex->where

(gdb) call print\_where(lex->select\_lex->where,"",QT\_WITHOUT\_INTRODUCERS)

WHERE:() 0x7fff98005e10 ((1 = 0) and (`id` = 0))

(gdb) p lex->select\_lex->table\_list->first

$9 = (TABLE\_LIST \*) 0x7fff98005260

##查看sql使用的database

(gdb) p $9->db

$10 = 0x7fff980057c0 "db\_name"

(gdb) p $9->table\_name

$11 = 0x7fff98005218 "tb\_name"

###### mysql\_execute\_command

在mysql\_execute\_command中，根据命令类型，转到相应的执行函数。基本流程：

switch (lex->sql\_command) {

LEX \*lex= thd->lex;//获取解析后的语法树

TABLE\_LIST \*all\_tables;

case SQLCOM\_SELECT:

check\_table\_access(thd, lex->exchange ? SELECT\_ACL | FILE\_ACL : SELECT\_ACL, all\_tables, UINT\_MAX, FALSE); //检查用户权限

execute\_sqlcom\_select(thd, all\_tables); //执行select命令

break;

case SQLCOM\_INSERT:

{

res= insert\_precheck(thd, all\_tables) //rights

mysql\_insert(thd, all\_tables, lex->field\_list, lex->many\_values,

lex->update\_list, lex->value\_list,

lex->duplicates, lex->ignore);

break;

execute\_sqlcom\_select

在execute\_sqlcom\_select函数中，基本流程：

res= open\_and\_lock\_tables(thd, all\_tables)//directly and indirectly

res= handle\_select(thd, lex, result, 0);

handle\_select

mysql\_select

handle\_select在sql\_select.cc中，调用mysql\_select，这是SQL真正执行入口。

在mysql\_select中，基本流程：

join->prepare();//预处理，Prepare of whole select (including sub queries in future).

join->optimize();//查询优化，global select optimisation.

join->exec();//执行

JOIN::prepare()/Sql\_cmd\_dml::prepare()

执行sql查询优化计划前的准备工作。  
其中setup\_wild()方法会把查询语句中的“\*”扩展为表上的所有列。

**1、setup\_wild()**

while (wild\_num && (item= it++))

{

if (item->type() == Item::FIELD\_ITEM &&

//如果field值为\*

((Item\_field\*) item)->field\_name[0] == '\*' &&

!((Item\_field\*) item)->field)

{

if (subsel &&

subsel->substype() == Item\_subselect::EXISTS\_SUBS)

{

...

}else if (insert\_fields(thd, ((Item\_field\*) item)->context,

((Item\_field\*) item)->db\_name,

((Item\_field\*) item)->table\_name, &it,

any\_privileges))

{

...

}

}

**1.1 insert\_field**

//字段迭代器

Field\_iterator\_table\_ref field\_iterator;

field\_iterator.set(tables);

for (; !field\_iterator.end\_of\_fields(); field\_iterator.next())

{

Item \*item;

item= field\_iterator.create\_item(thd);

if (!found)

{

found= TRUE;

it->replace(item);

}

else

it->after(item); /\*将当前sql语句的表的字段一一加到fields\_list中\*/

}

JOIN::optimize()

JOIN::optimize()函数主要功能是对sql各种优化，包括条件下推，关联索引列，计算最优查询优化执行计划。

以SQL：select \* from tb\_name where 1=0 and id=0为例，与本请求sql优化相关的是optimize\_cond()方法。

处理本sql时，optimize\_cond()方法最终会将select\_lex->cond\_value置为Item::COND\_FALSE，针对这个结果，后续处理如下:

if (select\_lex->cond\_value == Item::COND\_FALSE ||

select\_lex->having\_value == Item::COND\_FALSE ||

(!unit->select\_limit\_cnt && !(select\_options & OPTION\_FOUND\_ROWS)))

{ /\* Impossible cond \*/

zero\_result\_cause= select\_lex->having\_value == Item::COND\_FALSE ?

"Impossible HAVING" : "Impossible WHERE";

tables= 0;

primary\_tables= 0;

best\_rowcount= 0;

goto setup\_subq\_exit;

}

1. **optimize\_cond()**

该方法主要简化代码：

//等式合并

build\_equal\_items(thd,conds,NULL,true,join\_list,cond\_equal);

//常量求值

propagate\_cond\_constants(thd, (I\_List<COND\_CMP> \*) 0, conds, conds);

//条件去除

remove\_eq\_conds(thd, conds, cond\_value) ;

在刚进这个方法时，我们可以打印 conds对象的值：

(gdb) p call print\_where(conds,"",QT\_WITHOUT\_INTRODUCERS)

WHERE:() 0x7fff98005e10 ((1 = 0) and (`db\_name`.`tb\_name`.`id` = 0))

remove\_eq\_conds()方法会优化掉条件中1=0

**1.1 remove\_eq\_conds()**

本方法会调用: internal\_remove\_eq\_conds(thd, cond, cond\_value);

// Scan all the condition

**1.1.1 internal\_remove\_eq\_conds**

while ((item=li++))

{

/×这里会取当前条件组的第一个条件递归调用本方法

在递归的方法中会判断到item->const\_item()为true,

并对1=0进行求值:

\*tmp\_cond\_value= eval\_const\_cond(cond) ? Item::COND\_TRUE : Item::COND\_FALSE;

×/

Item \*new\_item=internal\_remove\_eq\_conds(thd, item, &tmp\_cond\_value);

switch (tmp\_cond\_value) {

case Item::COND\_OK: // Not TRUE or FALSE

if (and\_level || \*cond\_value == Item::COND\_FALSE)

\*cond\_value=tmp\_cond\_value;

break;

//当前1=0的条件会进入 Item::COND\_FALSE

case Item::COND\_FALSE:

if (and\_level)

{

\*cond\_value=tmp\_cond\_value;

return (Item\*) 0; // Always false

}

break;

}

这里在gdb中如果输入:

(gdb) call print\_where(conds,"",QT\_WITHOUT\_INTRODUCERS)

WHERE:() (nil)

JOIN::exec()/Sql\_cmd\_dml::execute\_inner

调用do\_select，接着调用handle\_select，不断处理结果集。

mysql\_insert

在mysql\_insert函数中，

open\_and\_lock\_tables(thd, table\_list)

mysql\_prepare\_insert(); //prepare item in INSERT statment

while ((values= its++))

write\_record(thd, table ,&info);//写入新的数据

write\_record

在write\_record函数中，

table->file->ha\_write\_row(table->record[0])

ha\_write\_row在Handler.cc中，只是一个接口

write\_row(buf); //调用表存储所用的引擎

## 处理结果和关闭连接

# 总结